**Java notes**

**Unit 4,5**

Unit 4

* Multithreaded program

Multithreading is a programming concept that allows multiple threads to run concurrently within a single program. In Java, threads can be created using two primary methods: extending the Thread class or implementing the Runnable interface.

**Creating Threads in Java**

**1. Using the Thread Class**

To create a thread by extending the Thread class, follow these steps:

1. **Extend the Thread class**.
2. **Override the run() method** to define the code that should be executed by the thread.
3. **Create an instance of the class** and call the start() method.

**Example: Extending the Thread Class**

class MyThread extends Thread {

@Override

public void run() {

for (int i = 0; i < 5; i++) {

System.out.println("Thread: " + Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(1000); // Sleep for 1 second

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

public class ThreadExample {

public static void main(String[] args) {

// Creating two thread instances

MyThread thread1 = new MyThread();

MyThread thread2 = new MyThread();

// Starting the threads

thread1.start();

thread2.start();

}

}

**Key Concepts in Multithreading:**

1. **Thread Lifecycle**: Understand the various states a thread can be in during its lifecycle.
2. **Synchronization**: Control the access of multiple threads to shared resources.
3. **Thread Interference**: When multiple threads access shared data, they can interfere with each other, leading to data inconsistency.
4. **Deadlock**: A situation where two or more threads are blocked forever, each waiting for the other to release a resource.

* Java thread model

The Java Thread Model describes how threads are created, managed, and executed in a Java application. It defines the interactions between threads, including their life cycle, states, and how they share resources. Understanding the thread model is crucial for developing efficient and safe multithreaded applications.

**Key Components of the Java Thread Model**

1. **Thread Creation**:
   * In Java, threads can be created by extending the Thread class or implementing the Runnable interface. Both approaches allow you to define the code that will run in the new thread.
2. **Thread Lifecycle**:
   * A thread goes through various states during its lifecycle, each indicating the current status of the thread. The main states are:
     + **New**: The thread is created but not yet started.
     + **Runnable**: The thread is ready to run and is waiting for CPU time. It can be in this state after calling start() or if it is waiting for resources.
     + **Blocked**: The thread is waiting to acquire a lock to enter a synchronized block/method.
     + **Waiting**: The thread is waiting indefinitely for another thread to perform a particular action (e.g., waiting for a notification).
     + **Timed Waiting**: The thread is waiting for a specified period (e.g., using sleep() or wait(timeout)).
     + **Terminated**: The thread has completed its execution or has been terminated.
3. **Thread States Diagram**:
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1. **Thread Priorities**:

* Each thread has a priority level (between 1 and 10, where 1 is the lowest and 10 is the highest) that can influence the thread's scheduling. However, thread priority is not a guarantee of execution order; it is merely a hint to the thread scheduler.

1. **Thread Scheduling**:

* The thread scheduler is part of the Java Virtual Machine (JVM) and is responsible for determining the order in which threads are executed. The scheduling algorithm can vary based on the operating system.

1. **Synchronization**:

* Synchronization is crucial in a multithreaded environment to ensure that shared resources are accessed safely. Java provides the synchronized keyword to prevent thread interference and maintain data consistency.
* Other synchronization tools include:
  + **Locks**: Use java.util.concurrent.locks.Lock for more complex thread control.
  + **Condition Variables**: Used with locks for waiting and notifying threads.
  + **Atomic Variables**: Classes in java.util.concurrent.atomic allow for thread-safe operations on single variables.

1. **Inter-thread Communication**:
   * Java provides mechanisms like wait(), notify(), and notifyAll() to allow threads to communicate about the availability of resources.

**Example: Thread Lifecycle in Java**

class MyThread extends Thread {

@Override

public void run() {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(1000); // Simulate some work

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

public class ThreadLifecycleExample {

public static void main(String[] args) {

// Create a new thread (New state)

MyThread thread1 = new MyThread();

MyThread thread2 = new MyThread();

// Start the threads (Runnable state)

thread1.start();

thread2.start();

try {

// Main thread waits for thread1 to complete (Waiting state)

thread1.join();

} catch (InterruptedException e) {

e.printStackTrace();

}

// At this point, thread1 has terminated

System.out.println("Thread1 has finished execution.");

}

}

* The main thread

In Java, the **main thread** is the thread that starts the execution of a Java program. Every Java application begins with the execution of the main() method, which is defined as follows:

public static void main(String[] args) {

// Code to be executed

}

**Key Characteristics of the Main Thread:**

1. **Entry Point**:
   * The main() method is the entry point for any standalone Java application. When you run a Java program, the Java Virtual Machine (JVM) creates the main thread to execute this method.
2. **Thread Creation**:
   * The main thread is created by the JVM when the program starts. You can create additional threads from the main thread using the Thread class or implementing the Runnable interface.
3. **Thread Name**:
   * The main thread is usually named "main" by default. You can change its name using the setName() method.
4. **Lifecycle**:
   * The main thread goes through the same lifecycle states as any other thread: **New**, **Runnable**, **Blocked**, **Waiting**, **Timed Waiting**, and **Terminated**.
5. **Termination**:
   * The main thread terminates when the main() method finishes executing. Once the main thread ends, the entire program terminates unless there are other non-daemon threads running.

**Example of the Main Thread in Action**

class MyThread extends Thread {

@Override

public void run() {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(500); // Simulate some work

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

public class MainThreadExample {

public static void main(String[] args) {

System.out.println("Main thread: " + Thread.currentThread().getName());

// Creating additional threads

MyThread thread1 = new MyThread();

MyThread thread2 = new MyThread();

// Start the threads

thread1.start(); // Starts thread1

thread2.start(); // Starts thread2

// Main thread continues executing

for (int i = 0; i < 5; i++) {

System.out.println("Main thread - Count: " + i);

try {

Thread.sleep(500); // Simulate some work

} catch (InterruptedException e) {

e.printStackTrace();

}

}

// Wait for other threads to finish

try {

thread1.join(); // Wait for thread1 to finish

thread2.join(); // Wait for thread2 to finish

} catch (InterruptedException e) {

e.printStackTrace();

}

System.out.println("Main thread finished execution.");

}

}

* Creating thread

Creating a thread in Java can be accomplished in two primary ways: by extending the Thread class or by implementing the Runnable interface. Below are detailed explanations and examples for both methods.

**1. Creating a Thread by Extending the Thread Class**

When you extend the Thread class, you need to override the run() method to define the code that will execute in the new thread.

**Steps to Create a Thread by Extending Thread:**

1. Create a new class that extends Thread.
2. Override the run() method.
3. Create an instance of your thread class.
4. Call the start() method to initiate the thread.

**Example: Extending the Thread Class**

class MyThread extends Thread {

@Override

public void run() {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(1000); // Sleep for 1 second

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

public class ThreadExample {

public static void main(String[] args) {

// Creating an instance of MyThread

MyThread thread1 = new MyThread();

MyThread thread2 = new MyThread();

// Starting the threads

thread1.start(); // Starts thread1

thread2.start(); // Starts thread2

}

}

**2. Creating a Thread by Implementing the Runnable Interface**

Implementing the Runnable interface is often preferred for better flexibility, as it allows you to extend other classes as well.

**Steps to Create a Thread by Implementing Runnable:**

1. Create a class that implements the Runnable interface.
2. Override the run() method.
3. Create an instance of Thread, passing the Runnable instance as an argument.
4. Call the start() method on the Thread instance.

**Example: Implementing the Runnable Interface**

class MyRunnable implements Runnable {

@Override

public void run() {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(1000); // Sleep for 1 second

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

public class RunnableExample {

public static void main(String[] args) {

// Creating an instance of MyRunnable

MyRunnable myRunnable = new MyRunnable();

// Creating thread instances

Thread thread1 = new Thread(myRunnable);

Thread thread2 = new Thread(myRunnable);

// Starting the threads

thread1.start(); // Starts thread1

thread2.start(); // Starts thread2

}

}

* Creating multiple thread

**Steps to Create Multiple Threads in Java**

1. **Define a Class for the Thread**: Create a class that extends the Thread class or implements the Runnable interface.
2. **Override the run() Method**: Implement the run() method with the code you want to execute in the thread.
3. **Instantiate the Thread Class**: Create multiple instances of your thread class.
4. **Start Each Thread**: Call the start() method on each thread instance to begin execution.

Sample Code: Creating Multiple Threads by Extending Thread Class

class MyThread extends Thread {

@Override

public void run() {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(500); // Sleep for 0.5 seconds

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

public class MultipleThreadsExample {

public static void main(String[] args) {

// Create multiple thread instances

MyThread thread1 = new MyThread();

MyThread thread2 = new MyThread();

MyThread thread3 = new MyThread();

// Start the threads

thread1.start();

thread2.start();

thread3.start();

}

}

* Using isAlive() and join()

**Using isAlive() and join() Methods in Java Threads**

The isAlive() and join() methods are used to manage and monitor the state of threads in Java.

* **isAlive()**: This method checks if a thread has been started and has not yet died (terminated). It returns true if the thread is still running and false if it has finished execution.
* **join()**: This method makes the calling thread wait until the thread on which it is called has finished executing. This is useful for ensuring that a particular thread completes before proceeding with the next steps in the program.

**Steps to Use isAlive() and join()**

1. **Create Thread Instances**: Define your thread class and create instances of it.
2. **Start the Threads**: Call the start() method on each thread.
3. **Check Thread Status with isAlive()**: Use isAlive() to check if a thread is still running.
4. **Use join() to Wait**: Call join() on a thread to wait for its completion.

**Sample Code: Using isAlive() and join()**

class MyThread extends Thread {

@Override

public void run() {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(500); // Sleep for 0.5 seconds

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

public class ThreadAliveAndJoinExample {

public static void main(String[] args) {

// Create multiple thread instances

MyThread thread1 = new MyThread();

MyThread thread2 = new MyThread();

MyThread thread3 = new MyThread();

// Start the threads

thread1.start();

thread2.start();

thread3.start();

// Use isAlive() and join()

try {

// Check if threads are alive

System.out.println("Thread1 is alive: " + thread1.isAlive());

System.out.println("Thread2 is alive: " + thread2.isAlive());

System.out.println("Thread3 is alive: " + thread3.isAlive());

// Wait for threads to finish

thread1.join(); // Wait for thread1 to finish

thread2.join(); // Wait for thread2 to finish

thread3.join(); // Wait for thread3 to finish

// After joining, threads are no longer alive

System.out.println("Thread1 is alive: " + thread1.isAlive());

System.out.println("Thread2 is alive: " + thread2.isAlive());

System.out.println("Thread3 is alive: " + thread3.isAlive());

} catch (InterruptedException e) {

e.printStackTrace();

}

System.out.println("All threads have finished execution.");

}

}

* Thread priorities

In Java, thread priorities are used to indicate the relative importance of threads when scheduling them for execution by the Java Virtual Machine (JVM). Thread priorities can help the scheduler make decisions about which thread to run next, especially in environments where multiple threads are competing for CPU time.

**Thread Priority Levels**

Java provides a set of constants in the Thread class to define thread priorities:

* **Thread.MIN\_PRIORITY**: A constant for the minimum priority (value = 1).
* **Thread.NORM\_PRIORITY**: A constant for the default priority (value = 5).
* **Thread.MAX\_PRIORITY**: A constant for the maximum priority (value = 10).

**Default Priority**

When a thread is created, it inherits the priority of the thread that created it. If the priority is not explicitly set, it defaults to NORM\_PRIORITY (5).

**Setting Thread Priority**

You can set the priority of a thread using the setPriority(int priority) method. The priority value must be between MIN\_PRIORITY (1) and MAX\_PRIORITY (10).

**Example of Using Thread Priorities**

class MyThread extends Thread {

public MyThread(String name) {

super(name);

}

@Override

public void run() {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(500); // Sleep for 0.5 seconds

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

public class ThreadPriorityExample {

public static void main(String[] args) {

// Create threads

MyThread thread1 = new MyThread("Low Priority Thread");

MyThread thread2 = new MyThread("Normal Priority Thread");

MyThread thread3 = new MyThread("High Priority Thread");

// Set thread priorities

thread1.setPriority(Thread.MIN\_PRIORITY); // Low priority

thread2.setPriority(Thread.NORM\_PRIORITY); // Normal priority

thread3.setPriority(Thread.MAX\_PRIORITY); // High priority

// Start the threads

thread1.start();

thread2.start();

thread3.start();

}

}

* Synchronization

**Synchronization** is a mechanism in Java that ensures that only one thread can access a resource at a time. It is used to prevent thread interference and to ensure data consistency when multiple threads are operating on shared resources.

**Why Synchronization is Necessary**

* **Data Consistency**: When multiple threads modify shared data simultaneously, it can lead to inconsistent or unpredictable results.
* **Thread Safety**: Synchronization helps in making code thread-safe, meaning that the code behaves correctly when accessed by multiple threads.

**Types of Synchronization**

1. **Method Synchronization**: Synchronizing the entire method to restrict access to that method by multiple threads.
2. **Block Synchronization**: Synchronizing specific code blocks within a method, allowing for more granular control over which parts of the code can be accessed by multiple threads.

**How to Implement Synchronization**

**1. Synchronized Methods**

You can declare a method as synchronized by adding the synchronized keyword to its declaration.

class Counter {

private int count = 0;

// Synchronized method

public synchronized void increment() {

count++;

}

public int getCount() {

return count;

}

}

**2. Synchronized Blocks**

You can synchronize specific blocks of code within a method by using the synchronized keyword with an object lock.

class Counter {

private int count = 0;

public void increment() {

synchronized (this) { // Synchronized block

count++;

}

}

public int getCount() {

return count;

}

}

* Inter thread communication

Inter-thread communication is a mechanism that allows threads to communicate with each other and coordinate their actions. In Java, this is achieved using methods provided by the Object class, specifically wait(), notify(), and notifyAll(). These methods help manage thread execution and resource sharing efficiently.

**Key Concepts**

1. **Wait**: The wait() method makes the current thread wait until another thread invokes the notify() or notifyAll() method on the same object. It releases the lock on the object and enters the waiting state.
2. **Notify**: The notify() method wakes up a single thread that is waiting on the object's monitor. If multiple threads are waiting, one is selected randomly to be awakened.
3. **NotifyAll**: The notifyAll() method wakes up all threads that are waiting on the object's monitor.

**How Inter-Thread Communication Works**

* **Monitors**: Every object in Java has a monitor that threads can use to synchronize their access to the object's resources.
* **Waiting and Notifying**: Threads must call wait() and notify()/notifyAll() from within synchronized blocks or methods to avoid IllegalMonitorStateException.

**Example of Inter-Thread Communication**

Here’s a simple producer-consumer example demonstrating inter-thread communication using wait() and notify():

class SharedResource {

private int data;

private boolean available = false; // Flag to indicate data availability

// Producer method

public synchronized void produce(int value) {

while (available) {

try {

wait(); // Wait until the data is consumed

} catch (InterruptedException e) {

e.printStackTrace();

}

}

data = value; // Produce data

System.out.println("Produced: " + data);

available = true; // Data is now available

notify(); // Notify consumers

}

// Consumer method

public synchronized int consume() {

while (!available) {

try {

wait(); // Wait until data is produced

} catch (InterruptedException e) {

e.printStackTrace();

}

}

available = false; // Data is now consumed

System.out.println("Consumed: " + data);

notify(); // Notify producers

return data;

}

}

class Producer extends Thread {

private SharedResource sharedResource;

public Producer(SharedResource sharedResource) {

this.sharedResource = sharedResource;

}

@Override

public void run() {

for (int i = 1; i <= 5; i++) {

sharedResource.produce(i);

}

}

}

class Consumer extends Thread {

private SharedResource sharedResource;

public Consumer(SharedResource sharedResource) {

this.sharedResource = sharedResource;

}

@Override

public void run() {

for (int i = 1; i <= 5; i++) {

sharedResource.consume();

}

}

}

public class InterThreadCommunicationExample {

public static void main(String[] args) {

SharedResource sharedResource = new SharedResource();

Producer producer = new Producer(sharedResource);

Consumer consumer = new Consumer(sharedResource);

producer.start(); // Start the producer thread

consumer.start(); // Start the consumer thread

}

}

* Suspending resuming and stopping threads

In Java, controlling the execution of threads is essential for managing resources and ensuring that applications run smoothly. However, it's important to note that Java's original methods for suspending, resuming, and stopping threads (suspend(), resume(), and stop()) are deprecated due to safety concerns. Instead, developers are encouraged to use other techniques, such as flags or higher-level concurrency utilities from the java.util.concurrent package.

**Deprecated Methods**

* **suspend()**: Temporarily pauses a thread without releasing the locks it holds, which can lead to deadlocks if not managed carefully.
* **resume()**: Resumes a suspended thread, but may also lead to deadlocks if the thread was holding locks when suspended.
* **stop()**: Forcefully terminates a thread, which can leave shared resources in an inconsistent state.

**Recommended Approaches**

Since these methods are deprecated, the preferred way to manage thread lifecycle in modern Java is to use flags or other synchronization mechanisms. Below are some alternatives for controlling thread execution:

**1. Using Volatile Flags**

You can use a volatile boolean flag to control the suspension and resumption of a thread safely:

class MyThread extends Thread {

private volatile boolean running = true;

@Override

public void run() {

while (running) {

// Perform task

System.out.println(Thread.currentThread().getName() + " is running");

try {

Thread.sleep(1000); // Simulate work

} catch (InterruptedException e) {

Thread.currentThread().interrupt(); // Preserve interrupt status

break; // Exit loop on interruption

}

}

}

public void stopThread() {

running = false; // Set flag to false to stop the thread

}

}

public class ThreadControlExample {

public static void main(String[] args) throws InterruptedException {

MyThread thread = new MyThread();

thread.start(); // Start the thread

// Let the thread run for 5 seconds

Thread.sleep(5000);

// Stop the thread

thread.stopThread();

thread.join(); // Wait for the thread to finish

System.out.println("Thread has stopped.");

}

}

**2. Using join() Method**

You can also control the lifecycle of threads by using the join() method, which allows one thread to wait for the completion of another. This is not suspension but can be used to coordinate execution.

**3. Using java.util.concurrent Package**

For more complex thread management, consider using classes from the java.util.concurrent package, such as ExecutorService, CountDownLatch, or CyclicBarrier, which provide a higher-level API for handling concurrency.

**Example Using ExecutorService**

import java.util.concurrent.ExecutorService;

import java.util.concurrent.Executors;

import java.util.concurrent.TimeUnit;

public class ExecutorServiceExample {

public static void main(String[] args) throws InterruptedException {

ExecutorService executor = Executors.newFixedThreadPool(2);

executor.submit(() -> {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + i);

try {

Thread.sleep(1000);

} catch (InterruptedException e) {

Thread.currentThread().interrupt(); // Preserve interrupt status

}

}

});

executor.submit(() -> {

for (int i = 0; i < 5; i++) {

System.out.println(Thread.currentThread().getName() + " - Count: " + (i + 5));

try {

Thread.sleep(1000);

} catch (InterruptedException e) {

Thread.currentThread().interrupt(); // Preserve interrupt status

}

}

});

executor.shutdown(); // Prevent new tasks from being submitted

executor.awaitTermination(1, TimeUnit.MINUTES); // Wait for tasks to finish

System.out.println("All tasks are finished.");

}

}

Unit 5

* **i/o basic**

Input/Output (I/O) is a crucial mechanism for interacting with the user or external systems like files, databases, or networks. Java provides a standard I/O library under the java.io package that supports input and output streams, reading/writing files, and handling standard input/output.

**Types of I/O in Java:**

1. **Byte Streams**:
   * Used for handling I/O of raw binary data.
   * Classes: InputStream, OutputStream.
   * Example: FileInputStream, FileOutputStream.
2. **Character Streams**:
   * Used for handling I/O of characters (textual data).
   * Classes: Reader, Writer.
   * Example: FileReader, FileWriter.
3. **Buffered Streams**:
   * Provide buffering to enhance I/O efficiency.
   * Classes: BufferedReader, BufferedWriter.
4. **Standard I/O**:
   * Input from the keyboard: System.in.
   * Output to the console: System.out.
5. **Data Streams**:
   * Used for reading and writing primitive data types.
   * Classes: DataInputStream, DataOutputStream.

**Working of I/O in Java:**

1. **Input**:
   * Data flows from the source (keyboard, file, network) into the program.
   * Scanner class or BufferedReader is often used for console input.
2. **Output**:
   * Data flows from the program to a destination (console, file, network).
   * System.out.print and FileWriter are commonly used for output.

**Advantages of Java I/O:**

1. **Platform Independence**: Works across different platforms (Windows, Linux, etc.).
2. **Built-in Libraries**: Rich set of libraries for file handling, networking, and more.
3. **Efficient**: Buffered I/O classes improve performance.
4. **Supports Unicode**: Character streams support reading and writing Unicode characters.

**Disadvantages of Java I/O:**

1. **Complexity**: Requires understanding of various streams and their combinations.
2. **Limited Flexibility**: Java's I/O streams are synchronous and blocking, limiting flexibility in some advanced applications (e.g., non-blocking I/O).
3. **Verbose Syntax**: The code can be lengthy and harder to manage for beginners compared to other languages.

**Common Usage:**

1. **File Handling**: Reading from and writing to files.
2. **Console Input/Output**: Interaction with the user via the terminal.
3. **Data Serialization**: Saving objects into files or reading them back.
4. **Network Programming**: Sending and receiving data over a network.

**Sample Code:**

1. **Reading from Console Using Scanner:**

import java.util.Scanner;

public class ConsoleInputExample {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter your name: ");

String name = scanner.nextLine();

System.out.println("Hello, " + name + "!");

scanner.close();

}

}

2. **Reading and Writing Files:**

import java.io.\*;

public class FileIOExample {

public static void main(String[] args) {

// Writing to a file

try (FileWriter writer = new FileWriter("output.txt")) {

writer.write("Hello, this is a sample file.");

} catch (IOException e) {

e.printStackTrace();

}

// Reading from a file

try (BufferedReader reader = new BufferedReader(new FileReader("output.txt"))) {

String line;

while ((line = reader.readLine()) != null) {

System.out.println(line);

}

} catch (IOException e) {

e.printStackTrace();

}

}

}

* **reading console input**

reading input from the console is typically done using the standard input stream, System.in. Java provides several classes for handling console input efficiently, such as Scanner, BufferedReader, and older approaches like using InputStreamReader.

**Methods to Read Console Input in Java:**

**1. Using Scanner Class (Java 5 and above)**

The Scanner class is one of the easiest and most commonly used ways to read user input from the console. It provides methods to read different data types like int, double, float, String, etc.

**Key Methods of Scanner**:

* nextLine(): Reads the entire line as a String.
* nextInt(): Reads an integer.
* nextDouble(): Reads a double.
* nextBoolean(): Reads a boolean.
* next(): Reads a single word (until whitespace).

**Example: Using Scanner to Read Input**

import java.util.Scanner;

public class ScannerExample {

public static void main(String[] args) {

// Create a Scanner object for reading console input

Scanner scanner = new Scanner(System.in);

// Reading different types of inputs

System.out.print("Enter your name: ");

String name = scanner.nextLine(); // Reads the entire line of input

System.out.print("Enter your age: ");

int age = scanner.nextInt(); // Reads an integer value

System.out.print("Enter your salary: ");

double salary = scanner.nextDouble(); // Reads a double value

// Output the data

System.out.println("Name: " + name);

System.out.println("Age: " + age);

System.out.println("Salary: " + salary);

// Close the Scanner to prevent resource leaks

scanner.close();

}

}

**Advantages**:

* Easy to use and supports multiple data types.
* Convenient methods like nextInt(), nextDouble(), etc., for parsing primitive data types.

**Disadvantages**:

* When mixing nextLine() with other input methods (nextInt(), nextDouble()), there can be input buffer issues. A common issue is that after calling nextInt(), if you try to call nextLine(), it will return an empty string. This is because nextInt() leaves a newline character in the input buffer.

**Solution to Buffer Issue:**

System.out.print("Enter your age: ");

int age = scanner.nextInt();

scanner.nextLine(); // Clear the buffer

**2. Using BufferedReader and InputStreamReader (Pre-Java 5)**

Before Scanner was introduced, BufferedReader was commonly used to read input. It allows you to read text from the console efficiently by buffering the input, which means reading in larger chunks rather than one character at a time.

**Steps**:

1. Wrap System.in inside an InputStreamReader (converts byte stream to character stream).
2. Wrap InputStreamReader inside a BufferedReader (buffers the input for efficiency).

**Example: Using BufferedReader to Read Input**

import java.io.BufferedReader;

import java.io.InputStreamReader;

import java.io.IOException;

public class BufferedReaderExample {

public static void main(String[] args) {

// Wrap System.in in an InputStreamReader and then in a BufferedReader

BufferedReader reader = new BufferedReader(new InputStreamReader(System.in));

try {

// Reading string input

System.out.print("Enter your name: ");

String name = reader.readLine(); // Reads the entire line

// Reading integer input

System.out.print("Enter your age: ");

int age = Integer.parseInt(reader.readLine()); // Convert string to integer

// Reading double input

System.out.print("Enter your salary: ");

double salary = Double.parseDouble(reader.readLine()); // Convert string to double

// Output the data

System.out.println("Name: " + name);

System.out.println("Age: " + age);

System.out.println("Salary: " + salary);

} catch (IOException e) {

e.printStackTrace();

}

}

}

**Advantages**:

* Efficient for large input due to buffering.
* Provides more control over input types, as you can explicitly convert String to the desired type.

**Disadvantages**:

* Requires handling exceptions, such as IOException.
* More verbose compared to Scanner for simple tasks.

**3. Using Console Class (Java 6 and above)**

The Console class can be used to read input, but it is more suited for command-line applications. It's not available when running Java programs in some environments (e.g., IDEs like Eclipse or IntelliJ). It is commonly used for secure input, such as passwords.

**Key Methods of Console**:

* readLine(): Reads a line of text.
* readPassword(): Reads a password without echoing the characters to the console.

**Example: Using Console to Read Input**

import java.io.Console;

public class ConsoleExample {

public static void main(String[] args) {

// Get the system console

Console console = System.console();

if (console != null) {

// Reading string input

String name = console.readLine("Enter your name: ");

// Reading password input (will not echo characters)

char[] password = console.readPassword("Enter your password: ");

// Output the data

System.out.println("Name: " + name);

System.out.println("Password: " + new String(password));

} else {

System.out.println("No console available.");

}

}

}

**Advantages**:

* Secure input for sensitive data (e.g., passwords).
* Simple and easy to use for reading strings and passwords.

**Disadvantages**:

* Not available in all environments (e.g., IDEs).
* Lacks flexibility compared to Scanner or BufferedReader.

**Summary of Methods**

| **Met method** | **Bes best for** | **Key key Methods** | **Ad advantages** | **Dis disadvantages** |
| --- | --- | --- | --- | --- |
| Scanner | Simple, basic inputs  (post Java 5) | nextLine(),  nextInt(),  etc. | Easy to use, supports  multiple data types | Buffering issues with  mixed types |
| Buffered  Reader | Efficient input  (pre-Java 5) | readLine() | Efficient for large inputs,  more control | Verbose, exception  handling required |
| Console | Command-line  Inputs | readLine(),  readPassword() | Secure password entry,  simple input handling | Not supported in all  environments |

* applets

An applet is a Java program that can be embedded into a web page. It runs inside the web browser and works at client side. An applet is embedded in an HTML page using the APPLET or OBJECT tag and hosted on a web server.  
Applets are used to make the website more dynamic and entertaining.

**Important points :**

1. All applets are sub-classes (either directly or indirectly) of *[java.applet.Applet](https://docs.oracle.com/javase/7/docs/api/java/applet/Applet.html" \t "_blank)* class.
2. Applets are not stand-alone programs. Instead, they run within either a web browser or an applet viewer. JDK provides a standard applet viewer tool called applet viewer.
3. In general, execution of an applet does not begin at main() method.
4. Output of an applet window is not performed by *System.out.println()*. Rather it is handled with various AWT methods, such as *drawString()*.

![Lightbox](data:image/png;base64,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)**Life cycle of an applet :**

* 1. **init( ) :**The **init( )** method is the first method to be called. This is where you should initialize variables. This method is called **only once** during the run time of your applet.
  2. **start( ) :**The **start( )** method is called after **init( )**. It is also called to restart an applet after it has been stopped. Note that **init( )**is called once i.e. when the first time an applet is loaded whereas **start( )** is called each time an applet’s HTML document is displayed onscreen. So, if a user leaves a web page and comes back, the applet resumes execution at **start( )**.

**3. paint( ) :**The **paint( )** method is called each time an AWT-based applet’s output must be redrawn. This situation can occur for several reasons. For example, the window in which the applet is running may be overwritten by another window and then uncovered. Or the applet window may be minimized and then restored.   
**paint( )** is also called when the applet begins execution. Whatever the cause, whenever the applet must redraw its output, **paint( )**is called.   
The **paint( )** method has one parameter of type [Graphics](https://docs.oracle.com/javase/7/docs/api/java/awt/Graphics.html). This parameter will contain the graphics context, which describes the graphics environment in which the applet is running. This context is used whenever output to the applet is required.

**4. stop( ) :**The **stop( )** method is called when a web browser leaves the HTML document containing the applet—when it goes to another page, for example. When **stop( )** is called, the applet is probably running. You should use **stop( )** to suspend threads that don’t need to run when the applet is not visible. You can restart them when **start( )** is called if the user returns to the page.

**5. destroy( ) :** The **destroy( )** method is called when the environment determines that your applet needs to be removed completely from memory. At this point, you should free up any resources the applet may be using. The **stop( )** method is always called before **destroy( )**.

**Features of Applets over HTML**

* Displaying dynamic web pages of a web application.
* Playing sound files.
* Displaying documents
* Playing animations

**Restrictions imposed on Java applets**

Due to security reasons, the following restrictions are imposed on Java applets:

1. An applet cannot load libraries or define native methods.
2. An applet cannot ordinarily read or write files on the execution host.
3. An applet cannot read certain system properties.
4. An applet cannot make network connections except to the host that it came from.
5. An applet cannot start any program on the host that’s executing it.

Sample code :

**import** java.applet.Applet;

**import** java.awt.Graphics;

// HelloWorld class extends Applet

**public** **class** HelloWorld **extends** Applet

{

    // Overriding paint() method

    @Override

**public** **void** paint(Graphics g)

    {

        g.drawString("Hello World", 20, 20);

    }

}

Advantage of Applet

There are many advantages of applet. They are as follows:

* It works at client side so less response time.
* Secured
* It can be executed by browsers running under many plateforms, including Linux, Windows, Mac Os etc.

Drawback of Applet

* Plugin is required at client browser to execute applet.

**Applet Architecture in Java:**

1. **Applet Class (java.applet.Applet)**: Every Java applet extends the java.applet.Applet class, inheriting basic functionality for browser-based applications.
2. **Lifecycle Methods**: Applets have a lifecycle defined by specific methods that manage their creation, execution, and termination:
   * init(): Called once when the applet is first loaded.
   * start(): Called each time the applet is started or restarted.
   * paint(Graphics g): Draws the applet’s content.
   * stop(): Called when the applet is no longer active but not yet destroyed.
   * destroy(): Called when the applet is being removed from memory.
3. **Applet Context**: An applet runs within a "context" provided by the browser or applet viewer. This includes interacting with the environment, managing the user interface, or handling communication.
4. **Security Restrictions**: Applets have limited access to the local system (e.g., file system) due to security concerns, preventing malicious behavior.
5. **User Interface**: Applets can have graphical interfaces, buttons, forms, etc., using AWT (Abstract Window Toolkit).

* the html applet tag

The <applet> tag in HTML is used to embed a Java applet within a webpage. However, the <applet> tag has been deprecated since HTML 4.01, and browsers no longer support it. Java applets were primarily used in the past to run small Java programs inside a browser. Here's an example of how the <applet> tag was used:

<html>

<body>

<applet code="MyApplet.class" width="300" height="300">

Your browser does not support Java Applets.

</applet>

</body>

</html>

**Attributes of <applet> Tag:**

* **code**: Specifies the Java class file that contains the applet (e.g., MyApplet.class).
* **width**: Defines the width of the applet.
* **height**: Defines the height of the applet.
* **archive** (optional): Specifies the location of the .jar file that contains the applet.
* passing parameters to applets

**Steps to Pass Parameters to an Applet:**

1. **Define Parameters in HTML:** Use the <param> tag inside the <applet> tag to pass parameters.
2. **Retrieve Parameters in Java:** Inside the applet class, use the getParameter() method to access the passed values.

HTML Code to Pass Parameters:

<html>

<body>

<applet code="MyApplet.class" width="300" height="300">

<param name="username" value="JohnDoe">

<param name="age" value="25">

</applet>

</body>

</html>

Java Code to Retrieve Parameters:

import java.applet.Applet;

import java.awt.Graphics;

public class MyApplet extends Applet {

String username;

int age;

// Called when the applet is first loaded

public void init() {

// Retrieve parameters

username = getParameter("username");

String ageParam = getParameter("age");

age = Integer.parseInt(ageParam);

}

// Paint method to display parameter values

public void paint(Graphics g) {

g.drawString("Username: " + username, 20, 20);

g.drawString("Age: " + age, 20, 40);

}

}

* networking basic

Java provides a robust set of libraries and classes for networking, enabling applications to communicate over the internet. The core package for networking in Java is java.net.

* **IP Address**: A unique identifier for devices on a network.
* **Port**: A logical endpoint for network communication, used to differentiate services on a device.
* **Socket**: An endpoint for two-way communication between two machines over a network.
* **Server-Client Model**: A common model where one machine (server) listens for requests and another (client) sends requests.

**Server Side**:

* The ServerSocket listens for incoming connections on a specific port (8080 in this case).
* When a client connects, it creates a Socket to communicate.
* The server reads the client’s message and sends a response back.

**Client Side**:

* The Socket connects to the server’s IP address (localhost) and port.
* The client sends a message to the server and reads the response.
* java and the net

Java provides extensive support for networking through the java.net package, which allows developers to build programs that communicate over a network. Java networking encompasses various features and tools that make it easier to establish communication between computers, handle URLs, and interact with web services.

**Key Networking Features in Java:**

* **Platform Independence**: Java programs can run on any system with a JVM, which is ideal for building cross-platform network applications.
* **Built-in Libraries**: Java includes the java.net package, offering classes and interfaces to work with low-level and high-level networking.
* **Support for TCP/IP**: Java supports the widely-used TCP/IP protocols for communication over the network.
* **Multithreading**: Java's multithreading capabilities allow you to handle multiple connections simultaneously, making it well-suited for server-client architectures.

**2. Important Classes in Java Networking:**

* **Socket**: Represents a client-side connection, used for communicating between two machines.
* **ServerSocket**: Used on the server side to listen for incoming client connections.
* **InetAddress**: Represents an IP address or hostname and provides functionality for DNS lookups.
* **URL and URLConnection**: These classes allow you to work with web resources via HTTP or FTP.

**3. Working with URLs in Java:**

import java.net.\*;

import java.io.\*;

public class URLExample {

public static void main(String[] args) {

try {

// Create a URL object

URL url = new URL("http://www.example.com");

// Open a connection to the URL

URLConnection urlConnection = url.openConnection();

// Get the input stream and read data from the URL

BufferedReader in = new BufferedReader(new InputStreamReader(urlConnection.getInputStream()));

String inputLine;

while ((inputLine = in.readLine()) != null) {

System.out.println(inputLine);

}

in.close();

} catch (Exception e) {

e.printStackTrace();

}

}

}

**4. Networking Protocols in Java:**

Java supports different networking protocols, including:

* **TCP (Transmission Control Protocol)**: A reliable, connection-oriented protocol used for applications that require guaranteed delivery of data (e.g., web browsing, email).
* **UDP (User Datagram Protocol)**: A connectionless, faster protocol used when speed is more important than reliability (e.g., video streaming, online gaming).

**TCP Example (Client-Server):**

* **Client** and **Server** communicate over TCP, as shown in the earlier example with Socket and ServerSocket.

**UDP Example (DatagramSocket):**

For applications that use UDP, Java provides the DatagramSocket class.

**5. Networking Concepts in Java:**

* **Sockets**: Sockets are the endpoints of a two-way communication link between two programs running on the network.
* **Ports**: A port is a logical address within the host machine that differentiates between multiple network services.
* **Protocols**: Java supports both high-level and low-level protocols (like HTTP, FTP, TCP, UDP).

**Security in Java Networking:**

Java places a strong emphasis on security, especially for network applications. Applets and applications have security restrictions, and developers can use tools like:

* **SecurityManager**: Controls network access.
* **SSL/TLS Support**: Java provides built-in support for secure communication over the network using the javax.net.ssl package.
* tcp/ip client socket url

In Java networking, **TCP/IP**, **Socket**, and **URL** are key components that enable communication between computers over a network. Here's a breakdown of each:

**1. TCP/IP (Transmission Control Protocol/Internet Protocol):**

* **TCP/IP** is the foundation of internet communication. TCP is a reliable, connection-oriented protocol that ensures data delivery, while IP handles the addressing and routing of data packets across the network.
* **TCP** establishes a connection between the client and server before data is transferred, making sure it arrives in the correct order and without errors.

**2. Client-Server Communication:**

* **Client**: The machine or program that initiates communication by sending a request to a server.
* **Server**: The machine or program that listens for and responds to requests from clients.

**3. Sockets in Java:**

A **Socket** is an endpoint for communication between two machines. In Java, Socket is used to establish a TCP connection between a client and a server.

**Client Socket:**

* A **client socket** is used on the client-side to connect to the server. The client initiates the connection to the server using the server's IP address and port number.
* Java provides the Socket class for creating a client socket.

**Client-Server Example Using TCP/IP:**

Here’s how you create a simple TCP/IP client-server program using sockets in Java.

**Server Code (Using ServerSocket)**:

import java.net.\*;

import java.io.\*;

public class SimpleServer {

public static void main(String[] args) {

try {

// Create a server socket on port 8080

ServerSocket serverSocket = new ServerSocket(8080);

System.out.println("Server is running and waiting for client...");

// Wait for a client to connect

Socket clientSocket = serverSocket.accept();

System.out.println("Client connected!");

// Create input and output streams for communication

BufferedReader in = new BufferedReader(new InputStreamReader(clientSocket.getInputStream()));

PrintWriter out = new PrintWriter(clientSocket.getOutputStream(), true);

// Read message from the client and send a response

String clientMessage = in.readLine();

System.out.println("Received from client: " + clientMessage);

out.println("Hello from the server!");

// Close the connection

clientSocket.close();

serverSocket.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

**Client Code (Using Socket)**:

import java.net.\*;

import java.io.\*;

public class SimpleClient {

public static void main(String[] args) {

try {

// Create a client socket and connect to the server at localhost on port 8080

Socket socket = new Socket("localhost", 8080);

System.out.println("Connected to the server");

// Create input and output streams for communication

PrintWriter out = new PrintWriter(socket.getOutputStream(), true);

BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream()));

// Send a message to the server

out.println("Hello from the client!");

// Receive a response from the server

String serverMessage = in.readLine();

System.out.println("Received from server: " + serverMessage);

// Close the connection

socket.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

you can use **TCP/IP Sockets** to establish a connection between a client and a server, and the **URL** class for interacting with web-based resources over HTTP or other protocols.

**Difference Between Socket and URL:**

* **Socket**: Represents a lower-level connection for two-way communication between a client and server using the TCP/IP protocol.
* **URL**: A higher-level abstraction that represents a web resource and is typically used for HTTP communication.
* url connections

In Java, the URLConnection class is part of the java.net package and is used to represent a connection to a remote resource identified by a URL. It provides methods to communicate with the resource, allowing you to read from and write to web resources such as web pages or APIs.

**Key Steps to Work with URLConnection:**

1. **Create a URL object**: The URL represents the remote resource you want to connect to.
2. **Open a connection using openConnection()**: This method returns a URLConnection object, which represents the connection to the specified resource.
3. **Read or Write Data**: You can read from or write to the connection depending on the resource (e.g., a web page or file).
4. **Close the connection**: Properly closing streams is necessary to free resources.

Example: Reading Data from a Webpage using URLConnection

import java.net.\*;

import java.io.\*;

public class URLConnectionExample {

public static void main(String[] args) {

try {

// Create a URL object pointing to the desired webpage

URL url = new URL("http://www.example.com");

// Open a connection to the URL

URLConnection urlConnection = url.openConnection();

// Create an input stream to read data from the URL

BufferedReader in = new BufferedReader(new InputStreamReader(urlConnection.getInputStream()));

// Read and print the webpage content

String inputLine;

while ((inputLine = in.readLine()) != null) {

System.out.println(inputLine);

}

// Close the stream

in.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

Writing Data to a URL (e.g., POST request):

import java.net.\*;

import java.io.\*;

public class URLConnectionPostExample {

public static void main(String[] args) {

try {

// URL to send POST request to

URL url = new URL("http://www.example.com/submit");

// Open a connection

URLConnection urlConnection = url.openConnection();

urlConnection.setDoOutput(true); // Allow output to the URL

// Send data via POST

OutputStreamWriter out = new OutputStreamWriter(urlConnection.getOutputStream());

out.write("name=JohnDoe&age=25"); // Sending data in key-value pairs

out.flush();

out.close();

// Read the response from the server

BufferedReader in = new BufferedReader(new InputStreamReader(urlConnection.getInputStream()));

String inputLine;

while ((inputLine = in.readLine()) != null) {

System.out.println(inputLine);

}

in.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

**Methods of URLConnection:**

* **openConnection()**: Opens the connection to the specified URL.
* **getInputStream()**: Returns an input stream to read data from the URL.
* **getOutputStream()**: Returns an output stream to write data to the URL (used for POST requests).
* **setDoOutput(boolean flag)**: Enables or disables output capability (required for sending data).
* **setRequestProperty(String key, String value)**: Sets request headers like content type, user-agent, etc.
* **getHeaderField(String name)**: Retrieves a specific header field from the response.
* tcp/ip server sockets

A **TCP/IP server socket** allows a server to listen for incoming client connections and establish a communication link between the server and the client. In Java, the ServerSocket class is used to implement server-side sockets that handle incoming TCP/IP requests.

**How Server Sockets Work:**

1. **Server Creation**: The server creates a ServerSocket bound to a specific port.
2. **Listening for Connections**: The server listens for incoming connections from clients.
3. **Accepting Connections**: When a client tries to connect, the server accepts the connection and establishes a socket for communication.
4. **Data Exchange**: Both client and server use input/output streams to send and receive data over the network.
5. **Closing Connections**: After communication, the socket is closed to free up resources.

**How TCP/IP Server Sockets Work in Java:**

* The server listens for incoming connections on a specific port.
* When a client connects, the server accepts the connection, and a Socket is created for two-way communication.
* Communication happens via input and output streams (sending and receiving data).
* After the communication is done, both the server and client close their respective sockets.

**Key Methods in ServerSocket:**

* **accept()**: Listens for a connection request from a client and creates a socket to handle the connection.
* **close()**: Closes the server socket to free resources.
* database connectivity

In Java, **JDBC** (Java Database Connectivity) is an API that allows Java applications to connect to relational databases, execute queries, and retrieve results. JDBC is a core part of Java's platform, enabling interaction with databases in a consistent manner.

**Steps for Database Connectivity:**

1. **Load the JDBC Driver**: The driver is required to communicate with the database. For example, for MySQL, you use the MySQL JDBC driver.
2. **Establish a Connection**: Connect to the database using a connection string (JDBC URL), username, and password.
3. **Create a Statement**: A Statement object is used to execute SQL queries.
4. **Execute SQL Queries**: Queries like SELECT, INSERT, UPDATE, and DELETE are executed using the statement object.
5. **Process the Results**: Results from a SELECT query are stored in a ResultSet object.
6. **Close the Connection**: After operations are completed, the connection should be closed to free up resources.

**Example: Basic Database Connectivity Using JDBC**

In this example, we will connect to a MySQL database and perform basic operations like querying data.

1. Loading the JDBC Driver

try {

// Load the MySQL JDBC driver

Class.forName("com.mysql.cj.jdbc.Driver");

} catch (ClassNotFoundException e) {

e.printStackTrace();

}

1. Establishing a Connection

import java.sql.\*;

public class DatabaseExample {

public static void main(String[] args) {

// JDBC URL for MySQL database

String url = "jdbc:mysql://localhost:3306/mydatabase"; // Replace with your DB name

String username = "root"; // Replace with your DB username

String password = "password"; // Replace with your DB password

try {

// Establish a connection to the database

Connection connection = DriverManager.getConnection(url, username, password);

System.out.println("Connected to the database");

// Always close the connection when done

connection.close();

} catch (SQLException e) {

e.printStackTrace();

}

}

}

1. Creating and Executing a Statement

import java.sql.\*;

public class DatabaseExample {

public static void main(String[] args) {

String url = "jdbc:mysql://localhost:3306/mydatabase";

String username = "root";

String password = "password";

try {

// Establish connection

Connection connection = DriverManager.getConnection(url, username, password);

// Create a statement object to execute SQL queries

Statement statement = connection.createStatement();

// Execute a SQL query

String sql = "SELECT \* FROM employees"; // Replace with your table

ResultSet resultSet = statement.executeQuery(sql);

// Process the result set

while (resultSet.next()) {

// Example: Print data from 'employees' table

int id = resultSet.getInt("id");

String name = resultSet.getString("name");

String position = resultSet.getString("position");

System.out.println("ID: " + id + ", Name: " + name + ", Position: " + position);

}

// Close the statement and connection

statement.close();

connection.close();

} catch (SQLException e) {

e.printStackTrace();

}

}

}

1. Inserting Data into the Database

import java.sql.\*;

public class InsertDataExample {

public static void main(String[] args) {

String url = "jdbc:mysql://localhost:3306/mydatabase";

String username = "root";

String password = "password";

try {

// Establish connection

Connection connection = DriverManager.getConnection(url, username, password);

// Create a statement object to execute SQL queries

Statement statement = connection.createStatement();

// Execute an INSERT query

String sql = "INSERT INTO employees (name, position) VALUES ('John Doe', 'Manager')";

int rowsAffected = statement.executeUpdate(sql);

System.out.println("Rows inserted: " + rowsAffected);

// Close the statement and connection

statement.close();

connection.close();

} catch (SQLException e) {

e.printStackTrace();

}

}

}

**Important Classes in JDBC:**

1. **DriverManager**:
   * Manages the set of JDBC drivers. Establishes a connection to a database using getConnection().
2. **Connection**:
   * Represents a connection to the database. Created using DriverManager.getConnection().
3. **Statement**:
   * Used to execute SQL queries. Created from a Connection object.
4. **PreparedStatement**:
   * A subclass of Statement used to execute parameterized SQL queries. Helps prevent SQL injection.
5. **ResultSet**:
   * A table of data representing the result of a query. You can loop through rows in the ResultSet to process the data.

**JDBC Driver Dependencies:**

To use JDBC with a specific database (e.g., MySQL, PostgreSQL, Oracle), you must add the corresponding JDBC driver to your project. This driver is often available as a .jar file or via Maven/Gradle dependencies.